Computer Security I Lab 6
Welcome to the 6th lab within the Computer Security I course in this lab we are going to go over some more Linux commands which are important to understand. I understand that the last lab was a lot and this lab will also be a lot also so there is no time to waste, Let’s get down to the nitty gritty with the locate command.
The Locate Command
In Linux we have a couple of options in order to find a file or a directory we can use the “find” command or the “locate” command but since the find command is a little bit trickier and more complex we are going to use the locate command for this portion of the tutorial.  In addition the locate command is faster and looks through a database within the virtual machine opposed to searching the entire file system(which is what the find command does).
For the first example we are going to use the locate command and pass it through a file in my case it is going to be “foo” this will display all the times where foo is shown in Linux. Check out the screenshot below:
[image: ]
Figure 6.1: Search for the word foo throughout the Ubuntu virtual machine
As you can see this is a straight forward command there isn’t much to it besides some flags and different file parameters. 
In the above command we ran the locate command passed it parameter foo so it outputted in the terminal everything with foo. 
Another helpful command is that we are able to limit the search queries to a specific number by using the –n flag for example if we want 20 python files returned (instead of 500+ files) we can just use the –n flag. In the screenshot below we show this flag works:
[image: ]
Figure 6.2: Search for the first 20 files within the Ubuntu machine that have the extension “.py”
In the command above we call the locate command which as we know locates a certain file or in our case with this example it locates any file with a .py extension this is because as we know that the “*” (asterisks) is a wild card symbol with in Linux. But there is one more thing that is different in this command then others and that is that I have a pair of quotes around the “*.py” instead of *.py now these two things are very different and I don’t want you to forget this next part the shell acts erratically when there is no quotes and it doesn’t behave correctly it might miss a file or not get all the files that you are looking for. Meanwhile when we put quotes around the file it behaves in the correct manner. 
Hence the command above is locating all the python files with a “.py” extension but only outputting the first 20 (instead of the 500+)
Typically we keep the quotes around the files and we can use our piping technique along with the grep command and filter through to the data for which file we want.
The next flag we will be utilizing is the “-c” flag this flag allows us to display the number of matching entries for a given file/directory. Check out the image below in order to see how the flag works:
[image: ]
Figure 6.3: This figure illustrates the –c flag and counts how many files meet the criteria specified.
In the first line we use the locate –c command in order to count the number of matching entries of “computersecurity”. Once the command is executed we are able to see that there 1737 matches of the given directory.
In the second we started to look for a file similarly using the locate –c command we looked for all files with any extension (any extension because we used the wild card symbol) but started with the word “example”. In order to recap we use the locate –c command to count the number of occurrences that there is some file with the word example in it. For instance there could be example.py, example.html and etc… (In our case there is just example.py)






In the next example we are going to go through the “-I” flag. This flag will show us how to ignore case sensitive characters. For example let’s say we have a file named sslet.txt and SSLET.txt and we need both but can’t find either. We can run the following command which will ignore all case sensitivity and match the characters. In the screen shot below we will illustrate how this works:
[image: ]
Figure 6.4: The figure above uses the –l flag and ignores the case sensitivity of the SSLET directory.
The next important thing we are going to learn is how to refresh the mlocate database which is the database that is used to locate the different files within Ubuntu. In order to update the database we need “sudo” privileges for this to work. The command is simply sudo updated (see below how we did this):
[image: ]
Figure 6.5: Updating the database of files within our system.
As you can see we just called the sudo updatedb command and this command allows us to update out utility to work efficiently. 
This is a high level view of how the locate command works in order to see more you will have to do more research on this command:
The Watch command
The watch command another command which allows for the display output in the terminal to be refreshed. This allows a command to be watched and produces functionally a similar output to the top command (when it is ordered).  The command as others will always run until it is otherwise told to do so by (Ctrl +C)
The watch command as we will see can be used just like the top command to see what happening with in the Operating System in Real- Time. For instance let’s run the most basic command associated with the watch command it is “watch date”. This command is shown below it will allow for us to see the output of the date and time for our given location. Check out the two images below in order to see how we can make this work: 
[image: ]
Figure 6.6: The figure above shows the most basic form of the watch command.
The screenshot below is the output of the watch date command on the top left where it says “Every 2.0s: date” this indicates that the output terminal instance will refresh itself every 2 seconds. Then on the top right it gives the current date and time of our terminal instance. Then on the second line it is the actual output of the date command that’s going to be refreshed every 2 seconds. 
[image: ]
Figure 6.7: The output of the watch date command
Another important flag which can be used with the watch command is the “-d” flag this flag allows us to highlight the part of the output which is changing in between our given time frame. In order to see how this command works check it out below:
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Figure 6.8: Using the –d flag “watch –d date” command we are able to see in the output instance what factor is changing.
As we can see from the “watch –d date” screenshot command above: the seconds is highlighted because the seconds is always changing. If we look closely we will see that after 30 the 3 remains constant and isn’t highlighted but the 0th digit is this is because the three isn’t changing only when Ubuntu detects a change is when that given change is highlighted. This makes more sense when we look at the output.
 Another flag that we can introduce here is the “-n” flag this flag allows for us to create a custom time interval. So instead of 2 seconds maybe I want 10 seconds in order to do this we just pass the “-n” flag through alongside the value of seconds we want to be customized so in my case 10 seconds. In order to do this check out the screenshot’s below:
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Figure 6.9: Updating the watch command every 10 seconds
[image: ]
Figure 6.10: The output of the following command above “watch –n 10 date”
In the following screenshots we run the watch command and it updates every 10 seconds. The first screenshot is the actual command which we write into the terminal. Meanwhile the second command is the output.
Basics of Cryptography
In this section we are going to give a high level view of three cryptographic functions they are md5sum, sha512 and AES (you will go more into this in a later class) hence why this is a high level view. 
In order to understand these though we need to understand some math first such as what is a hash function? A hash function is just a function that takes in a input value (this value could be a number, files, tar files, iso images, strings, anything like 89 or “hello class”, ubuntu.iso, example.py it could be anything) and creates an output value based on the input value. But for every x input value you will always receive the same output y value. For instance check out the example screenshot below if I write a output stream called “hello class” twice I get the same output(hence for every hash function x we get the same output y):
[image: ]
Figure 6.11: An example of how we can use md5sum
 As we can see from the screen shot above the two md5sum values are the same.
The hash function md5sum as we can see takes in any input data and creates a 32 character hexadecimal output (in case you forgot hexadecimal is 0-9 and A-F most hash functions are outputted in hexadecimal format). But what really is md5sum. The md5sum is a hash function calculation which produces a 128 bit value to verify a file, value or text.

If we go through what is happening in the statement “echo “hello class” |md5sum” then we will see we are outputting the words “hello class” and taking that output(AKA piping) and making it in a cryptographic md5sum. (Note we talked about the echo command a while ago it is just a print statement for bash)
A hash function especially the ones we will see and the one’s you will deal within the real world are irreversible which means we can’t get back to our input if we only know the output. Hence it is like a one way street. The only possible way for someone to get in is if they try every possible combination and this is actually called a brute-force attack.
Hash functions are typically used for proving that something is the same as something else without revealing too much information… This statement might sound strange so let me explain it to you everything including files, image files and folders all have a specific md5sum so when it changes the md5sum changes hence we are able to identify according to that value when a directory or file is altered. For instance check out the example below:
For this example I’m going to create a python file named lab6.py and its contents will contain print(‘hello world’).After we display the md5sum for this file we will change it a little and we will see the value change.(check out the screenshot below):
1.) In the first line we made a python file named lab6.py and put in it “print(‘Hello world’)”.
2.)  Then next we run the md5sum command on it and should get the following output “a370c61b712fd531c59274049744132d”. 
3.) After we do this we can then alter the contents of lab6.py file to “print(‘ Ahoy world’)”. 
4.) Once we change we will get an md5sum as listed “ecc760ad260f17060bf8e04ef9cfd428”. 
5.) The screenshot below illustrates the process:
[image: ]
Figure 6.12: In the figure above we created a python file ran the md5sum on it. Then we altered the file and then ran the md5sum again to show the output is different when we alter it.
If you are still confused about the example above let me explain it to you like this:

Joseph and Alinda are solving a challenge Physics problem. Joseph gets the answer “56 m/s” and wants to prove to Alinda that he got the answer so Joseph will hash his answer through an md5sum. Once Joseph gives the hash to Alinda. Alinda can’t find out what the answer is from the hash. But when Alinda finds the answer herself she can hash her answer and if she gets the same result, then we know that Joseph did have the answer.  Hence why I said the statement above on hashes they are typically used in the context of verifying information without revealing too much to the part who is verifying it. 
Another thing we can do with md5sums is that we can create an md5 file and check our files to see if they all match. For instance in our example we will create a file called show.md5 and in it we will put all the necessary contents. After we do this we will check to see if the contents are the same. Check out the screen shot below to see how this works:
[image: ]
Figure 6.13: The figure above illustrates all the md5sum values for our text files. Then we dump the values into a file and try verify that our files are still the same and haven’t changed.
In the first command we run an md5sum on all text files. This will display all of the md5sum values for all our text files. We understand that the command md5sum will display md5sum values then we have the *.txt which will display all text files remember that * is the wildcard symbol.
In the second command “md5sum *.txt >show.md5” we are outputting all the md5sum values into a file called show.md5 
In the third command we introduce a new flag called the –c flag this flag will check the files currently and tell you if they have been altered we will either get an “OK” or a “FAILED” so when we run the command: “md5sum –c show.md5” this will cycle through the show.md5 file and compare it the current md5sums of our current files and if they match then it will say OK and if they don’t match it will say FAILED. As we can see from the figure above they all match so we received an output of “OK”
In the fourth command I put the contents hello world in a text file example4.txt (this file is already made from a prior lab).
In the fifth command I run the third command again and we see that the file example4.txt is different so this makes it fail the test and it throws us a warning to alert us.
In order to summarize the screenshot above we put all the .txt extension files in an md5 sum hash file called show.md5 then we compared to the original state of the files. After we did the comparison I altered one of the text files and re ran the command in order to show you what happens when it fails. 
This is the core fundamentals of the md5sum command the next part there will be questions.
Question6.7:  Look at the screenshot below why are the md5sum’s different? 
[image: ]
Figure 6.14: An example of an md5sum problem
What on earth is SHA?
Another cryptography algorithm which is commonly used is the “Secure Hash Algorithm”(SHA for short) this is a hashing algorithm which is used to determine the integrity of data, files, operating system images etc…(similar to md5 except the algorithm is different) This algorithm is a big deal when dealing with many things on the internet especially authentication mechanisms like trying to log on to a service, ensuring your data is not compromised, connecting to a “smart” device(Internet of Things) or anything which uses a certificate authority and many more. This algorithm generates a unique hash value (based on the algorithm) this is generated from any file and this newly generated value is able to tell us whether or not a file has been altered or not.  This was a high level view of the SHA algorithm. 
This will make more sense when we discuss SHA-256. The SHA-256 algorithm is a hash function which has a length of 256 bits or 32 bytes. Each message for a SHA algorithm is processed by something called a block. A block is a sequence of bytes or bits (it is nothing crazy).In our case the block size of the SHA-256 algorithm is 512 bit blocks or 64 bytes (we will get to this in a later course how we achieve this value). In addition to this it is important to note that each block that will be processed requires 64 rounds. A round is simply a collection of different parameters which goes through the algorithm and alters the given data in order to encrypt it. So In our case we need to go through 64 rounds on each block this will allow our data to be encrypted. 
Without getting into the algorithm we can discuss why we need the SHA-256 algorithm. The need for SHA-256 is that it is smaller to implement, requires less bandwidth to store and transmit, and requires less memory to compute. The last reason we use SHA-256 is because unless you make your software very intricate SHA-512 (which is what Ubuntu uses) will not work there are too many systems which are not built to understand SHA-512. Hence due to the following reasons SHA-256 is the reasonable choice. 
Let’s go through a couple of examples of how we would achieve the respective outputs. For the first part of this example we are going to deal with the sha256sum command. In the command below we will illustrate in its basic form how this works:
[image: ]

Figure 6.15: Executing a sample sha256sum command on a python file.

In the command above similar to how we used the md5sum command we can use the sha256sum command. We can see in the command above we wrote “sha256sum” this allows us to get the sha256 value of a given file (everything is the same as md5sum except the algorithm and the bit size and other stuff which we don’t need to worry about now.) Once we have the command sha256sum we pass it a parameter which is our file or directory or operating system image or anything. This enables us to verify the contents of the file have been unchanged. We are going to do the same thing as we did above for the md5sum command for the sha256 command.  Check out the screen shot below:
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Figure 6.16: In this figure we are putting all the sha256 values in a .md5 file extension and it will verify our values. (I know what you’re thinking why are we using .md5 when it’s a sha file. Truth is they are different algorithms but they do the same thing.)
In the screenshot above we took all the text files and turned them into sha256 sum values. Once that was done we dumped the values and contents in the x.md5 file (which we just made). Then after we do this we run the same command as we did with the md5sum and we are able to evaluate the file integrity of the different files.
The openssl command
Before we finish talking about the basics of cryptography. I want to touch upon one thing as you have seen we didn’t touch upon too much on the math behind cryptography but I promise you it exists and it requires a knowledge of Linear Algebra more specifically matrices. Since Linear Algebra isn’t a pre-req for this course there is no reason why we need to understand the math behind it in so much detail. 
The next thing I want to cover is openssl and what that is. At a high level view openssl is a commercial grade open source software library which is built in the C programming language and is used for securing applications and communication channels in which computer networks communicate with. It is widely used in most every webserver and website that is out there. The library implements the main cryptographic operations such as symmetric encryption, public key, digital signature, x.509 certificates, hash functions and etc… OpenSSL also implements the SSL which is the Secure Sockets Layer protocol (this is standard security protocol for establishing encrypted links between a web server and a browser)
The first thing that we are going to do with this command is check the version which we are using and the list of commands which can be used.
In order to run our openssl commands we are going to first type openssl into the terminal as so:
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Figure 6.17: The figure above illustrates how to call the openssl command prompt. 
Once we see that arrow we know that we are in the right command and the openssl command was successful in executing. After we do this we can type in “version” into the terminal this will display our current version of openssl:
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Figure 6.18: The figure above gets the version of openssl which we are using.
After we do this we can list out all the commands which can be used with the encryption algorithms in order to do this we can just type in “help”. The help command is shown below:
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Figure 6.19: The output of the help command through the openssl command prompt.
There are so many commands in this output that if I went through all of them we would be here for a long time it is good practice to familiarize yourself with them. But for this lab I’m going to list out a couple of the commands and what they do:
	ca
	This commands enables us to create a certificate of authority 

	dgst
	Computes hash functions

	enc
	Encrypt and decrypt using a secret key algorithm

	X509
	Data managing for x509 certificate

	verify
	Checks for X509 certificates

	rsa
	Rsa data management

	passwd
	Generation of “hashed passwords”

	aes-128-cbc
	Encryption cipher command to encrypt in aes format it uses the CBC method

	genrsa
	Commands enables us to generate a pair of public/private keys for the RSA algorithm

	rand
	Generates a pseudo random bit string


In reality these are all important commands I just touched upon a few of them which I have used. In the next part of this lab we will explore some more operations with the openssl command then following the command there will be questions.
In order to do the next part we are going to exit out of the openssl part for a second (using the ctrl +D keys simultaneously). 
In this example we are going to create a file named numbers.txt. After we will put the numbers 1-20 in it then we will encode the file and view its contents. When we need to encode (NOT ENCRYPT… ENCODE THERES A DIFFERENCE) numbers openssl encourages us to use base64 encoding. 
(As I just addressed encoding and encryption are different. Encoding transforms data into another format use a certain scheme. Encodings main use is for maintain data usability. Meanwhile encryption transforms data into a format where only specific individuals can view the actual contents within the file. Encryption is used for maintaining data confidentiality and only can be viewed by people who have the same keys)
In the image below we are able to see the following:
1.) On the first line we create a text file named numbers.txt 
2.) On the second line we out the numbers 1-20 into the file numbers.txt
3.) On the third line we enter the command openssl which opens our openssl command prompt.
4.) On the fourth line in our terminal within the openssl command prompt we enter in the command “enc –base64 –in numbers.txt” what this command is saying is to encode using the base64 methodology the file numbers.txt. (Read the statement as if you we were reading English and it makes sense)
5.) On the fifth line we get the encoded value for the numbers.txt file
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Figure 6.20: In the figure above, we are encrypting a file with the algorithm base64. 
I have also additionally shown this screenshot below this command enables us to have our output outputted into a file (which in our case is numbere.txt). The only difference between the two commands is the –out flag which outputs the contents to a file specified. Then after we do this we use the cat command ad view the contents outside the openssl prompt.
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Figure 6.21: In the figure above, we are encrypting the output into a text file.
This is a very good and useful encoding algorithm but not practical for encryption due to the fact there is no secret key as we will see shortly. That is an imperative part to cryptography.
As you will see a lot of these encryption statements can be understood as if you were reading English. Let’s do an example with text now.
At a high level view In the next example we are going to create a file named encrypt.txt as its contents we will put “Just Learning some openssl” after we create the contents we will then encrypt the text file with an AES 256 bit Cipher. After we do this we will then decrypt the file and view our contents again.
Our first step in this process is to create the file encrypt.txt feel free to create it however you like. After we create the file encrypt.txt we then put the contents: “Just learning some openssl” (no quotes) inside the file. After we do that I verify that the contents are within the file using the cat command. Check out the screenshot below in order to see what I did:
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Figure 6.22: Creating a text file called encrypt.txt. This file will just have text in it.
Our second step is to encrypt the data through the openssl command. First we call the openssl command prompt, second we enter in the command “enc –aes-256-cbc –in encrypt.txt” which will encrypt the contents of our file. The third step is the AES-256-CBC will prompt you for an encryption password (secret key). IN REAL LIFE YOU REALLY NEED TO MAKE IT SOMETHING MEANINGFUL AND SECURE. For my example though I just made the password “hello” (no quotes). After we do this we will get an encrypted output. My Screenshot below illustrates how we can do this:
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Figure 6.23: Encrypted text of encrypt.txt
Our Alternate second step is to output the encrypted contents into a file. In order to do this we just need to alter the initial openssl command to indicate that we are outputting the contents into a file. The command is as follows “enc –aes-256-cbc –in encrypt.txt –out encrypted.enc”(note we don’t need to use .enc it could also be .txt). After we do this it will then prompt us for a password again. Again mine is going to be “hello” but feel free to make your password whatever you want. After we do that we exit out of the openssl command (using ctrl+D) then run the cat command on our newly encrypted file:
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Figure 6.24: Encrypting the file encrypt.txt then outputting the encrypted contents into a file called “encrypted.enc”
Our third and final step is going to be decrypting the file. In order to do this we are going to run the openssl prompt again. Once in there we are going to run the following command: “enc –d –aes-256-cbc –in encrypted.enc –out encrypted.dec” running the following command will allow our file to be decrypted. This is made possible solely by two things the “-d” flag which decrypts the data and the password which you encrypted the data with. In my case it was “hello” (no quotes) so once we enter “hello” into the password field our file is decrypted.  We are able to verify this with exiting out of the openssl command prompt and typing in cat encrypted.dec
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Figure 6.25: Decrypting our encrypted file and outputting the contents into another file.
Public and Private Keys 
The last thing I want to talk about before the questions on openssl is the topic of public and private keys and what they are? And how we can generate them. 
Public and Private Keys are comprised uniquely of long random hexadecimal characters (0-9 and A-F). The public key as the name suggests is made available to everyone via a public repository or file. This means as long as I have access to that file or repository anyone can view the encrypted file by decrypting it with the secret password. On the contrary a private key must remain confidential to its respective owner. Check out the examples below for when we would use a private key and public key:
For example if Joe wants to send sensitive data to Alinda and wants to be sure that only Alinda can read the encrypted data then we need to encrypt the data with Alinda’s key. Since only Alinda has access to her key as a result she is the only person who can decrypt the message.
 Another example of this is when you SSH into a device or computer you have an encrypted connection between you and the device no one else can go on your connection because you have the public key.
Enough about this theoretical information about keys. Let’s generate some keys. For our first example we are going to generate a key of a certain length typically RSA enforces users to use 2048 bit keys or 3072 bit keys for extra security. In our example we are going to use a key length of 2048 bits which is 256 bytes (Remember to get from bits to bytes you divide by 8 and to vice versa you multiply by 8).
 In our example below we can use the genrsa command in order to make a key file which has our 256 byte key length after we do this we can then output the key contents into a file let’s name it key.pem (.pem is a security file extension for keys which stands for privacy enhanced email). After we store the RSA key in there we can then exit out of the openssl prompt in our terminal and use the cat command on the RSA key to view it.  
[image: ]
Figure 6.26: Generating a 2048-bit long RSA key.
The RSA Key which you copied above is you’re key if we were to connect to an Amazon Web Services EC2 instance or any other cloud instance through a PuTTY terminal or anything like that we would need a generated RSA Key provided by said company. 
The next thing I’m going to show you is how we can see a more detailed breakdown of the key file. This is useful when looking to understand how the algorithm was designed. The screenshot below illustrates a small snippet to the output. The code below is saying using the rsa algorithm within the key.pem file display the text but not the actual long key just the information within it.
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Figure 6.27: The inner workings of our RSA algorithm are shown in a snippet above.
The last thing which is important (besides seeing how your key is made as shown above) that we need to discuss really quick is when we have our private key how do we get a public key? And how do we encrypt our private key making it even harder for people to figure out what our private key is even so because now they would need our password to decrypt it. In the screen shot below we illustrate this principle.
In the example below we take our key.pem file which has our private RSA key and we turn it into an encrypted private key using the triple DES procedure. After we do that we then take our key.pem file which is still our private RSA key not encrypted then we run it through the –pubout command which will output our public key which we can share to other people if you choose to do so. 
 [image: ]
Figure 6.28:  In the figure above, we encrypted our private key. Then after we did that we made a public key.
This is going to be the end of this cryptography section for now I know we have covered a lot so if you have any questions just ask. 
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computersecurity@ubuntu:~$ watch date
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Every 2.0s: date ubuntu: Fri Sep 14 13:22:19 2018

Fri Sep 14 13:22:19 PDT 2018




image8.png
Every 2.0s: date ubuntu: Wed Sep 19 ©5:19:30 2018
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computersecurity@ubuntu:~5 watch -n 10 datejl
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Every 10.0s: date ubuntu: Wed Sep 19 ©5:34:29 2018
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computersecurity@ubuntu:~$ echo "hello class'
91434072dc04b24e5ac423fd466b70c4 -
computersecurity@ubuntu:~$ echo "hello class" | mdssum
91434672d€64b24e§a€423fd466£76€4 -

| md5sum
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computersecurity@ubuntu:~$ nano labé.py
computersecurity@ubuntu:~$ mdSsum lab6.py
2370c61b712fd531c59274049744132d  labs. py
computersecurity@ubuntu:~$ nano 1ab6.py
computersecurity@ubuntu:~$ mdSsum lab6.py
ecc760ad260f17060bf8e04efocfd428 1ab6.py
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computersecurity@ubuntu:~$ md5sum *.txt
37c4b87edffc5d198ff5a185cee7ee09 alpha. txt
42a7c3ad8ofoazece1ab741bf9717b84 computersecurity.txt
7647452e47010ed1016a46e0621d27c7  conf. txt
d41d8cd98fe0b204e9800998ecf8427e contents. txt
676ea3bd51fb01dd36080346858decdb example4. txt
2b8307deb370f02ceaa74eae237c910f examples. txt
d79bcdeb813224d47bd73d81bscde12e  farmingdale. txt
57347b3a7a00e8bfb57e6a624b236d7b 1. txt
57347b3a7a00e8bfb57e6a624b236d7b  t.txt
computersecurity@ubuntu:~$ mdssum *.txt > show.mds
computersecurity@ubuntu:~$ mdssum -c show.mds
alpha.txt: OK

computersecurity.txt: OK

conf.txt: OK

contents.txt: OK

exampled. tx
examples. txt: OK

farmingdale.txt: OK

L.txt: 0K

t.txt: 0K

computersecurity@ubuntu:~$ echo "hello world" >exampled.txt
computersecurity@ubuntu:~$ mdssum -c show.mds

alpha.txt: OK

computersecurity.txt: OK

conf.txt: OK

contents.txt: OK

example4.txt: FAILED

examples. txt: OK

farmingdale. tx

md5sum: WARNING: 1 computed checksum did NOT match
computersecurity@ubuntu:~$ ||
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computersecurity@ubuntu:~$ echo "42"
50a2fabfdd276f573ff97aces8b11c5f4 -
computersecurity@ubuntu:~$ echo "42 " | mdSsum
146900d564944f50a5d1cb123e169fc38 -
computersecurity@ubuntu:~$ [

| mdssum
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computersecurity@ubuntu:~$ sha256sum 1ab6.py
87783b3be2febaasc60bbca7b9a97e482357b5d9e4222d49d9d863c21800b637 Labs. py
computersecurity@ubuntu:~$




image16.png
computersecurity@ubuntu:~$ sha256sum *.txt > x.md5
computersecurity@ubuntu:~$ sha256sum -c x.mdS
alpha.txt: OK

computersecurity.txt: OK

conf.txt: OK

contents.txt: OK

exampled.txt: OK

exampleS.txt: OK

farmingdale.txt: OK

L.txt: OK

t.txt: OK

computersecurity@ubuntu:~$ [
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computersecurity@ubuntu:~$ openssl
openssL> I
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computersecurity@ubuntu:~$ openssl
OpenssL> version

OpensSL 1.1.6g 2 Nov 2017
OpenssL>
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OpenssL> help

Standard commands

asniparse ca ciphers cms

crl crizpkes? dgst dhparan
dsa dsaparan ec ecparan
enc engine errstr exit
gendsa genpkey genrsa help
list nseq ocsp passwd
pkcs12 pkes7 pkcss pkey
pkeyparan pkeyutl prime rand
rehash req rsa rsautl
s_client s_server s_time sess_id
snine speed spkac srp

ts verify version X509

Message Digest commands (see the 'dgst' command for more details)

blake2b512 blake2s256 gost nda
nds rmd160 sha1 shaz24
sha256 sha3ga shas12

Cipher commands (see the ‘enc' command for more details)

aes-128-cbc aes-128-ecb aes-192-cbc aes-192-ecb
aes-256-cbc aes-256-ech base64. bf

bf-cbc bf-cfb bf-ecb bf-ofb
camellia-128-cbc camellia-128-ecb camellia-192-cbc camellia-192-ech
camellia-256-cbc camellia-256-ecb cast cast-cbc
cast5-cbc cast5-cfb cast5-ech cast5-ofb
des des-cbc des-cfb des-ecb
des-ede des-ede-cbc des-ede-cfb des-ede-ofb
des-ede3 des-ede3-cbc des-ede3-cfb des-ede3-ofb
des-ofb des3 desx rc2
rc2-40-cbc rc2-64-cbc rc2-cbe rc2-cfb

rc2-ech rc2-ofb rca rc4-40




image20.png
computersecurity@ubuntu:~5 touch numbers.txt
computersecurity@ubuntu:~$ echo "1 23456 7 8 9 10 11 12 13 14 15 16 17 18 19 20" >numbers.t
xt

computersecurity@ubuntu:~$ openssl

OpenSSL> enc -base64 -in numbers.txt
MSAYTDMNCA1TDYgNyA4IDKgMTAGMTEGMTIGHTMGHTQgMTUGHTYgMTCgMTggMTkg

MjAK
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OpenSSL> enc -base64 -in numbers.txt -out numbere.txt

OpenSSL> computersecurity@ubuntu:~$ cat numbere.txt
MSAYTDMNCA1IDYgNYA4TDKgMTAGMTEGMTIGNTMGHTQQHTUGHTYgMTCgMTggMTkg
MIAK
. m
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File Edit View Search Terminal Help

computersecurity@ubuntu:~$ touch encrypt.txt

computersecurity@ubuntu:~$ echo "Just Learning some openssl" > encrypt.txt
computersecurity@ubuntu:~$ cat encrypt.txt

Just Learning some openssl

computersecurity@ubuntu:~$
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computersecurity@ubuntu:~$ openssl

OpensSL> enc -aes-256-cbc -in encrypt.txt

enter aes-256-cbc encryption password:

Verifying - enter aes-256-cbc encryption password:
Salted__meee}eeCooed

01190 : B 00009A510088000pENSSL>

openssL> I
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computersecurity@ubuntu:~5 openssl
OpenSSL> enc -aes-256-cbc -in encrypt.txt -out encrypted.enc
enter aes-256-cbc encryption password:
Verifying - enter aes-256-cbc encryption password:
OpensSL> computersecurity@ubuntu:~$ cat encrypted.enc
salted__[e

00fB00000N0092000G00C]008OE 00
oo j[fflcomputersecurity@ubuntu:~$
computersecurity@ubuntu:~$ |
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computersecurity@ubuntu:~$ openssl

OpensSL> enc -d -aes-256-cbc -in encrypted.enc -out encrypted.dec
enter aes-256-cbc decryption password:

OpenssL> computersecurity@ubuntu:~$ cat encrypted.dec

Just Learning some openssl

computersecurity@ubuntu:~$
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OpenSSL> genrsa -out key.pem 2048
Generating RSA private key, 2048 bit long modulus

e is 65537 (0x010001)
OpenSSL> computersecurity@ubuntu:~$

computersecurity@ubuntu:~$ cat key.pem

--BEGIN RSA PRIVATE KEY-----
MITEOGTBAAKCAQEAQQGB7CDY+rFolAuUeTumd558R22GyvHuhZQF f423yQT1I0sa
pxuIdmLDke7tzaJY6vHs LbulTQBWKDDWAIEODWbS r Thvu+LxklwYydmFr7rKfBHe
S+5mkXAMNSVNGKMOOCbPHIE / rvn86EHST FCOZERBOF5h6YBqCX9IVPjYO4keMgvCe
9ENXUUG2FGNKT9102UpV I TA9K2WX7TZBOMOSST /ujrWD3SFLIXZTr3341KkLWDGS
7KnkSEUXXy4ro0UNdHNuXwe8LzbR8N5zm52VHETMOZ6C+pod  FX7FCIREIMCUNTB
waSna7 duC Tl SocrxeF0SiVWST chaSWRVTORFOTNAOARASTRAD IONAC T  dVVasd.
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OpensSL> rsa -in key.pem -text -noout
Private-Key: (2048 bit)
modulus

89:¢9:02:2! 2:0f:1b:88:76:62:3:91:ee:

ed:cd:a2:58:ea:fl:ec:95:bb:88:4d:0f:16:28:30:
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OpensSL> rsa -in key.pem -des3 -out keyenc.pem
writing RSA key

Enter PEM pass phrase:

Verifying - Enter PEM pass phrase:

OpensSL>

OpenssL> rsa -in key.pem -pubout -out keypub.pem
writing RSA key

OpensSL> computersecurity@ubuntu:~$ cat keyenc.pem
-----BEGIN RSA PRIVATE KEY-----

Proc-Type: 4,ENCRYPTED

DEK-Info: DES-EDE3-CBC,D38BOEESBFB3EG83

zV38/2cXcaStQY6Tkivi7w/8NzR/hndMXqQCRMZFZcX+3mzZpO1zBvpyDtzSBICZV
rKNVV87c0CePIpRONbBp7tzbHfaL fFIYwfIUTazjriKp35xDhbeHRqd/TKj4oVRmz
Duz4vXABSIraeeOLyTysDAVONHS+VA2iMk3pGXLFaYk5reGSprvPipyKy7Vq5896
tMk©800zKTFGOF11PVCZzSIpIQgqCGaYiTh+G54kiM/n7IHQRVOPISUWEB jFEBIEH
MmZahTLF82nxNNuCa@16UUa/010QUaRHPmuudRoSgeNbzMYBdzQcm/cOayUwis0/
h13+224bqQZMTGiyX/0@BtLKCtUQXgnUHjyeuANQtyUD6E2IL /UiAbySzsSIZUIF
gd6MQVZWk1u9Yt77gbg361AZGYMiTTWLWS9/EMAKN8GI /nKj4hISLOXPoOzZ /1LQ5
BZTTcW/Pnids@hsKRxIHkd@mORybHjDM67P /B35N170FddI9yhEV7tpiwykkurPi
Ir+NdNsBA/PHhz4YUMZLoqUGXFVHCN61h7u9+vZiM1WSnAbZe FM40AT2 +1WIZOPY
5QUe7pvsqf2vzYRAdorweljtSX1/PPOUYVMLVhEPEOWSBWIbEGO6PSXVN/In+Ccl
B4IL3RIU565w+VuKeMKot8LZmOnyCLAWQECOfZuBXxBBUFHEEapBrbm/0G2ssmTkk
EFtDyzvKKNiQPt8v7n288Uspp1BXFNVHSBWTI5xdcUvXLs5TiLzBOZc2PQLYEXZ1
ZkeF6n/EbMWOYBIR1170k1i1304+crKhArECOMWGQPjXA21CvZWUVLIBSawdKW /oY
szpECFVN41E/kWYs8D1bBfhaP9Aliab/HI31aY4A10VBFHLID26pP9Q5e6P6qTOG
nT2h1vAua1 3Tkk9E7C2d5ZgDb713SQ6Q3R3NFYb4epI1kozWa/aNeS6IATPKTLK
3. Ferminal . + hwNbB 3K1096DL KpeWAR3 r PURA+qSVYLHQrUXQOUQFiz8xdUGZWE 7R
f2t9aMVIROXZ9ppB3aH3sGwyzGB7613a1r+8D8aDUFZErsSWIPMVRBUGIXZueP34
j1HIVDN5UJ4rodqQMGUC300s /AZdhsYNG3U3R82r 153 rN4zbIplKCFKSEZWFAPC
VqexFDkHEIbZV+BTxx56K94b3F16+srCPHQqd1dPI3cVTk9pghipgKc1XmhiAIFh
AnQ7KeXHkU2Quk606pir8E21kQfMgpsVvnCgXrvIvdrsXom/IFMj81q3DptIRK]
PoWziIIPECV2Bxd8clvZ9/j5IX04ewB8yYZZqZysnyVrZBQUMtnaxwl6LhtTsGrPp
52GvceFggpfCUcic1fQaghxuAn@IQ8t5RmqsHaZPIoZvevPsxtaU2RcISrIOWMWI
Xfm8GeJbHk jIsa7AaMhkeaRxClogG78817h1xrMKscjUBINHIMSk5152Sr2mUskM
obzf jompna2TXAmVGdrz9mohmDA3npABxk6K2ZEOEPKkY3rzqQrEfcpteQWgTVoo
1vWU3huibfzZ721pbY0gZDrKkfYPCqk01IpIuxYfsSfmSbEF4hHAUW==

————— END RSA PRIVATE KEY-
computersecurity@ubuntu:~$ cat keypub.pem
-----BEGIN PUBLIC KEY-
MIIBIjANBgkqhkiGOWOBAQEFAAOCAQBAMIIBCGKCAQEAQQ6B7CDY+rFolAuleIun
4558R2zGyvWuhZQFf42JyQI1I0sabDxuldmLDke7tzaJlY6vHs LbuI TQ8WKDDWAIEO
DWbSFIhVu+LxklwYydmFr7rKfBWeS+5mkxAMNSYNGKMoOCbPHIE /rvn86EHSIFC
ZERBOT5h6YBQCX9VP jYO4keMgvCcIENXUUG2FGNKT9102Upv jTd9K2wx7TZBOMOS
5T/ujrWD35fL1XZTr334jKkLwDg97KnkSEUXXy4roOUNdHNuxwe8LzbR8n5zm52v
HE7Moz6c+po4jFX7fcjREIMcUhIBWG5n+2dwCILSOCrXe0EQS jyWSTShg5WRVIOB
fQIDAQAB

-END PUBLIC KEY-
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computersecurity@ubuntu:~$ locate foo
/home /computersecurity/foo

/home /computersecurity/ .cache/gnome-sof tware/icons /ba2746da7e8cfo2e2f3a4f1583c3
f946e5c18df8-foobar2000.png

/home /computersecurity/Downloads/hone/computersecurity/foo

/home /computersecurity/Downloads /hone/computersecurity/foo/foobar

/home /computersecurity/foo/foobar
home/computersecurity/home/computersecurity/foo
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computersecurity@ubuntu:~$ locate
Jetc/python2.7/sitecustomize.py
Jetc/python3.6/sitecustomize.py
/home/computersecurity/exanple.py
/home/computersecurity/Downloads/home/computersecurity/exanple.py
/home/computersecurity/home/computersecurity/exanple.py
/snap/core/4917/etc/python3.5/sitecustomize. py
/snap/core/4917/usr/1ib/python2.7/dist-packages/debconf.py

-py" -n20
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computersecurity@ubuntu:~5 locate -c computersecurity
1737

computersecurity@ubuntu:~$ locate -c example.*

g

computersecurity@ubuntu:~$
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computersecurity@ubuntu:~$ locate -1 SSLET
/home/computersecurity/SSLET

/home/computersecurity/Downloads /home/computersecurity/SSLET
/home/computersecurity/Downloads /home/computersecurity/SSLET/Penguins
/home/computersecurity/Downloads /home/computersecurity/SSLET/SSLET
/home/computersecurity/Downloads /home/computersecurity/SSLET/rabbits
/home/computersecurity/Downloads /home/computersecurity/SSLET/sslet. txt
/home/computersecurity/SSLET/Penguins
/home/computersecurity/SSLET/SSLET
/home/computersecurity/SSLET/rabbits
/home/computersecurity/SSLET/sslet. txt
/home/computersecurity/home/computersecurity/SSLET
/home/computersecurity/home/computersecurity/SSLET/Penguins
/home/computersecurity/home/computersecurity/SSLET/SSLET
/home/computersecurity/home/computersecurity/SSLET/rabbits
/home/computersecurity/home/computersecurity/SSLET/sslet. txt
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computersecurity@ubuntu:~5 sudo updatedb
[sudo] password for computersecurity:
computersecurity@ubuntu:~$ sudo updatedb





